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Introduction  

Weather information is essential in everyday life, for example in transportation, agriculture, fisheries, marine 

affairs, and so on. [1], [2]. Weather is the condition of the air in a place that covers a certain area [3], [4]. In the 

traditional method, weather measurements are made using data sources that are not real time, not continuous and are 

laborious [5], [6]. The process of retrieving data on weather conditions in real time can use internet networks such as 

the Internet of Things Technology [7][8] [9] and there is also real time weather monitoring also without using an 

internet network that directly sends the data to end users, namely by using wireless sensor network (WSN) technology 

[10], [11] The utilization of internet of things (IoT) and WSN technology is not only used in smart home electronic 

devices [12], smart city [13] health technology and can also be applied to marine and maritime technology [14]. 

Weather or climate conditions in uncertain sea waters can disrupt the activity of the fishing process, even in the 

process of sailing sometimes it can threaten the health and safety of the fishermen [15], [16]. The process of seeing 

weather conditions is still conventional, which must be seen directly to the coastal area between seeing the conditions 

of wave height, rainfall and wind speed, to determine sailing in the ocean [16], [17]. Air quality and weather 

monitoring have also been researched in urban areas, using wireless sensor network technology to collect data in the 

form of temperature, humidity and carbon dioxide, the data is processed to be sent to the server. This research is in 

line with the plantation automation system and weather monitoring [18].  Automatic weather monitoring that sends 

climate data dynamically, continuously and in realtime[19], [20] using internet of things technology and embedded 

systems that transmit humidity, temperature and climate change data and then display it in the form of graphs. 

Some previous studies used several sensors and transmitted data using a wireless network and then connected to 

the internet. Ronak Salvi et al., developed a weather prediction system and evacuation procedures based on satellite 

communication that are more efficient, simple, and widely accessible, especially to help people in rural and remote 

areas such as farmers and fishermen [21]. Stoyan Stoyanov et al. This research developed a weather monitoring system 

that uses data collected by an IoT (Internet of Things)-based automatic weather station that is made by yourself, but 
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Abstract  

This research aims to design and develop a real-time weather monitoring system in coastal areas using weather sensors integrated 

with Internet of Things (IoT) technology. This system wants to provide accurate weather information that fishermen can access 

directly through web-based platforms or mobile devices. Fishermen can make the right and safe decisions before going to sea, 

improving fishing activities' safety and efficiency. How to overcome the limitations of traditional weather monitoring methods 

that are manual, non-real-time, and discontinuous, and how to design systems that can transmit weather data automatically and in 

real-time in coastal areas that are often difficult to reach by power grids and stable internet. Another essential issue formulated is 

how to optimize the power consumption of sensor and communication systems so that they can operate efficiently using battery 

power resources for an adequate period. This study confirms the importance of energy efficiency in battery-based monitoring 

systems, especially in sensor nodes installed in remote locations without a fixed power source. The test results show the difference 

between the estimated operating time based on theoretical calculations and the results of simulations or real tests in the field. In 

idle mode, theoretical calculations estimate the system can last up to about 12.8 hours, but actual simulations show an endurance 

of about 7.3 hours. Meanwhile, in active mode, the estimated calculation is around 5.5 hours, while the simulation shows a slightly 

longer endurance, which is about 7.2 hours.   
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Dependence on Wi-Fi connection between the sensor module and the central module. The connection quality must be 

good and the distance must not be more than 25 meters [7]. Zhang Huaqing et al. put forward the management of road 

safety in bad weather conditions, reducing the number of traffic accidents due to bad weather, and ensuring the safety 

of people's property [22] Arleiny Arleiny et al. conducted a study on optimizing battery consumption for Android-

based Automatic Identification System (AIS) applications used by Indonesian fishermen by applying techniques such 

as data transmission. Arleiny Arleiny et al. conducted a study on optimizing battery consumption for Android-based 

Automatic Identification System (AIS) applications used by Indonesian fishermen by applying techniques such as 

data transmission [23], [24]. Rohi Bindal et al. designed an efficient Internet of Things (IoT)[25] based Weather 

Monitoring Station using NodeMCU ESP8266 to measure temperature, pressure, humidity, and rainfall in the 

surrounding environment [26]. Several previous studies depended on a stable internet connection to transmit data and 

did not explain the use of battery power or resources used by the sensors and microcontrollers. This study uses two 

Raspberry Pi controllers as single-board computers to control sensor components and communication modules, one 

as a server and the other as a client, in order to efficiently use power consumption and utilize xbee communication 

from the client to the server to optimize data delivery to the internet. The sensors and actuators installed are wind 

sensors, water level sensors, rainfall sensors, and light intensity sensors, while the communication module uses XBEE. 

Internet of things utilization[27]  and implementation of embed systems in everyday life[28] and simulation of 

using wireless sensor network [29] previously researched. The research conducted after this is expected to help 

fishermen in particular and people who live around the coast in general, to take advantage of technology in paying 

attention to the weather when they are in the beach area or people who need real-time information when they want to 

catch fish and go to sea. 

Method  

The research methods used are quantitative and experimental methods. The reason for using this method is because 

this research is building and designing a prototype on an object. In addition, the research was carried out in two places, 

the first in the Computer Systems Engineering Laboratory as an initial testing ground and in the second place in the 

field or in the coastal area to conduct direct tool testing.  

 

Figure 1. Tool Testing in the Laboratory 

The general description of this system is that it can provide data directly or can monitor climate or weather 

conditions such as sending data in the form of rainfall sensors, wind speed sensors, water level sensors and light intensity 

sensors and mini computers (Raspberry Pi) from one node to the end node, the other node does not have a power source 

but uses a battery so it is easy to place anywhere, then the data will be displayed in real time on the website. The website 

will interact with the database to request and send data in the field. Then it will be displayed to the user, in this case the 

fishermen can access it using a laptop or mobile phone device connected to the internet network. The stages or research 

methodology performed are identification of problems and observing the research location. The research location will 

be carried out in the coastal area of the beach then supported by a review of relevant literature and supporting theories 

that are related and sustainable to the research problem being carried out. 

 

Figure 2. Equipment Test on The Coast 
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Before designing and designing a system, a needs analysis is carried out with the aim of being able to create a system 

that is needed. Examples such as Analysis of the external needs of the system and Analysis of the internal needs of the 

system. Furthermore, by analysing existing needs and designing or designing the system is needed, for example, such 

as how to connect various microcontroller devices as controllers and wireless sensor networks (JSN) as a wireless-

based communication medium. The process of searching, processing, and sending information automatically and 

continuously can run well whose data is from the field so that it can be read by users.  The system built is a system on 

hardware and software. The hardware system as shown in Figure 1. The software used uses the python programming 

language. The prototype made will be tested indoors and outdoors or on the coast and other devices placed in a house 

or building connected to a modem connected to the internet. Monitoring will be monitored using a laptop or mobile 

phone to see the state or condition of the weather in real time whose devices are connected to the internet as well. 

 

Figure 3. Real-Time Weather Monitoring System Architecture 

The figure above describes the sensors and actuators placed around the coastal area. Wind sensor to measure and 

send wind speed data Water level sensor to measure sea level Rainfall sensor to measure rainfall intensity or parameters 

[30], [31] Light intensity sensor functions to convert light intensity into electrical signals . Then what acts as a controller 

or processor is a raspberry pi [32] and which acts as a data sender and receiver using xbee[33]. The system consists of 

an end node equipped with an anemometer, rain gauge, photodetector, and ultrasonic sensor, all powered by a battery. 

Data collected is transmitted wirelessly via an XBee module to a gateway node, which also utilizes an XBee module 

for communication. The gateway is connected to the Internet, facilitating data transfer to the cloud. Users can then 

access this data remotely through devices like smartphones or computers. 

Table 1. Changes in Weather Conditions 

Current 

Time 

Number 

of Tips 

Rainfall 

per 

Minute 

Rainfall 

per 

Hour 

Rainfall 

Today 
Weather 

Rotation 

per 

Second 

Speed 

(m/s) 

Speed 

(km/h) 
Weather Light 

18:20:08 0 0 0 0 Overcast 0 0 0 0 

18:20:18 0 0 0 0 Overcast 0.2 1.681956 6.0550416 Cloudy (48.33 lux) 

18:20:48 17 6.3 6.3 11.9 Light rain 0.3 1.819641 6.550708 Cloudy (1.67 lux) 

18:20:58 24 5.6 11.9 16.8 Light rain 0.3 1.819641 6.550708 Cloudy (9.17 lux) 

18:21:08 30 5.6 17.5 21 Moderate rain 0.3 1.819641 6.550708 Night/Rain (14.27 lux) 

18:21:18 37 4.2 21.7 25.9 Moderate rain 0.3 1.819641 6.550708 Night/Rain (14.27 lux) 

18:27:38 49 0 34.3 34.3 Moderate rain 0.9 2.638149 9.4973364 Cloudy (43.33 lux) 

18:27:48 49 0 34.3 34.3 Moderate rain 0.9 2.638149 9.4973364 Cloudy (45.83 lux) 

18:28:28 49 0 34.3 34.3 Moderate rain 0.9 2.638149 9.4973364 Cloudy (47.50 lux) 

18:28:38 49 0 34.3 34.3 Moderate rain 0.9 2.638149 9.4973364 Cloudy (47.50 lux) 

18:28:48 49 0 34.3 34.3 Moderate rain 1 2.7733 9.98388 Cloudy (47.50 lux) 

18:29:58 49 0 34.3 34.3 Moderate rain 0.9 2.638149 9.4973364 Cloudy (1.67 lux) 
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Current 

Time 

Number 

of Tips 

Rainfall 

per 

Minute 

Rainfall 

per 

Hour 

Rainfall 

Today 
Weather 

Rotation 

per 

Second 

Speed 

(m/s) 

Speed 

(km/h) 
Weather Light 

18:30:08 49 0 34.3 34.3 Moderate rain 0.5 2.093925 7.53813 Cloudy (49.17 lux) 

18:30:18 49 0 34.3 34.3 Moderate rain 0.8 2.502636 9.00949 Cloudy(11.67 lux) 

Table 1 The captured data shows detailed changes in weather conditions at each time interval. The observation 

started with overcast conditions and light rain, as seen at 18:20:38 when rainfall reached 5.6 mm, characterised by 8 

measured raindrops (tip count). During this period, the wind speed was measured to be around 6.55 km/h with a very 

low light intensity of only 0.83 lux, indicating a dark night with light rain.  

Over time, the intensity of the rain increased. At 18:26:28, the cumulative rainfall for the day reached 34.3 mm, 

reflecting continuing moderate rainy conditions. Despite the ongoing rain, the light intensity increased to 47.50 lux, 

indicating that despite the overcast, there was a slight increase in brightness in the environment. Wind speed also 

experienced mild variations, with sensor rotations recording movements between 0.9 to 1 rotation per second, indicating 

wind speed fluctuations from 9.49 km/h to 9.98 km/h. The weather conditions recorded in the data ranged from ‘Light 

Rain’ to ‘Moderate Rain’, with the light intensity decreasing as the rain became heavier, reaching only 1.67 lux at times. 

Overall, the data reflects dynamic weather changes with persistent rain and small variations in wind speed and light 

intensity. 

Results and Discussion  

The results of this study show that the developed Raspberry Pi-based weather monitoring system is capable of 

integrating various sensors (wind speed, water level, rainfall, and light intensity), and XBEE communication modules 

to monitor and send real-time weather data from coastal areas to a web-based platform. The data can be accessed by 

coastal communities, especially fishermen, through laptops or smartphones, providing them with up-to-date weather 

information that supports safer and more efficient fishing activities. Testing of the prototype was conducted in both 

laboratory conditions and real coastal environments. The system successfully collects and transmits weather data 

continuously, utilising wireless sensor networks and Internet of Things (IoT) technology. As a result, the system is able 

to provide real-time and automatic weather updates, thereby increasing the effectiveness of weather monitoring in the 

maritime sector and reducing dependence on traditional weather monitoring methods that are manual and not 

continuous. 

 

Figure 4. Real-time Weather Monitoring of Rainfall, wind speed, light intensity, and water surface elevation 

Figure 4 The results showed that a weather monitoring system based on Raspberry Pi and Python programming 

language was successfully developed to collect real-time weather data using various sensors. Raspberry Pi acts as the 

main controller connected to several weather sensors, such as wind speed sensor (anemometer), rainfall sensor (rain 

gauge), water level sensor, and light intensity sensor. Data from these sensors is taken automatically through the GPIO 
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pin on the Raspberry Pi, with data processing done using Python scripts. The Raspberry Pi is able to read the signals 

from the sensors and convert them into relevant data. For example, the anemometer measures wind speed based on the 

number of rotations produced by the wind blowing, which the Raspberry Pi calculates and converts into wind speed in 

meters per second. Similarly, the rainfall sensor measures the amount of water collected and sends a signal that is 

processed into total rainfall in millimeters. 

Data transmission is done wirelessly via an XBEE communication module connected to a Raspberry Pi. The 

collected and processed data is then sent to a web-based platform using the HTTP protocol, allowing users to monitor 

the weather in real-time via a laptop or smartphone. The system was tested both in a laboratory environment and in a 

coastal area, with results showing that the system can monitor the weather continuously and provide accurate data in 

real time. The test results also showed that the use of Raspberry Pi and Python provided flexibility in programming as 

well as full automation capabilities. This allows the system to operate the process of capturing, processing and 

transmitting weather data without manual intervention, improving efficiency and accuracy in monitoring weather 

conditions. 

Wind speed sensor data transmission algorithm 

1. INITIALIZATION VARIABLES 

- GPIO_PULSE = 18 # GPIO pin for receiving anemometer signals  
- UPDATE_INTERVAL = 10 seconds # Data update interval 

- rpmcount = 0 # Number of anemometer rotations 

- last_micros = current time in microseconds 

- timeold = current time 
- rotations_per_second = 0.0 

- speed_meters_per_second = 0.0 

- speed_kilometers_per_hour = 0.0 

2. FUNCTION rpm_anemometer(channel): 
- Get the current time in microseconds 

- If the difference between the current time and the previous time is greater than or equal to 5 milliseconds: 

- Add 1 to rpmcount 

- Update last_micros with the current time 
3. FUNCTION get_system_time(): 

- Get the hours, minutes, and seconds from the current system time 

- Return the hours, minutes, and seconds 

4. FUNCTION get_wind_data(): 
- Return weather data in the form of: 

- rotations_per_second 

- speed_meters_per_second 

- speed_kilometers_per_hour 
5. FUNCTION print_serial(hours, minutes, seconds): 

- Convert hours, minutes, and seconds to two digits 

- (Comment: Print the hour and wind speed in m/s and km/h) 

6. FUNCTION run_anemometer(): 
- GPIO SETUP: 

- Use BCM numbering mode on the Raspberry Pi 

- Configure the GPIO_PULSE pin as an input 

- Set up event detection to detect signals from the anemometer 
 

- FOREVER LOOP: 

- Get the current time 

- Calculate the time difference between now and the last update 
- If the time difference is greater than or equal to UPDATE_INTERVAL (10 seconds): 

- Calculate rotations per second = rpmcount / UPDATE_INTERVAL 

- Calculate the wind speed in meters per second using the formula: 

- speed_meters_per_second = -0.0181 * (rotations_per_second ^ 2) + 1.3859 * rotations_per_second + 1.4055 
- If the speed is below 1.5 m/s, set the speed to 0 

- Calculate the wind speed in kilometers per hour by multiplying the speed in meters per second by 3.6 

- Get the system time (hours, minutes, seconds) 

- Print the data using the print_serial() function 
- Reset rpmcount 

- Update the last update time 

- Sleep for 1 second to prevent high CPU usage 

- If the user terminates the program (KeyboardInterrupt): 
- Print the message "Program stopped by user" 

- Finally, clear the GPIO configuration. 

7. RUN the run_anemometer() function 
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This programme uses a Raspberry Pi to measure wind speed with an anemometer connected via GPIO pins. In 

initialisation, variables such as the number of revolutions (rpmcount), the last time (last_micros), and the wind speed 

in metres per second and kilometres per hour are set up. The anemometer gives a signal every time it rotates, and the 

*rpm_anemometer* function detects the signal and counts the number of revolutions. After a 10-second interval, the 

wind speed is calculated based on the rotation frequency of the anemometer. The wind speed in metres per second is 

calculated by a formula that considers the number of revolutions per second, and then converted to kilometres per hour. 

If the wind speed is below 1.5 metres per second, it is considered that there is no wind and the speed is set to zero. The 

programme continuously runs in a loop that checks every second to ensure data updates are made at the specified 

interval. Time and wind speed data can be displayed, and the programme can be safely stopped by the user by clearing 

the GPIO configuration on exit. 

Rainfall sensor data transmission algorithm 

 

1. Initialize Constants and Variables: 

- Set PIN_INTERRUPT to GPIO pin 25. 

- Set the MILLIMETER_PER_TIP conversion to 0.70 mm per rain tip. 

- Set UPDATE_INTERVAL to 10 seconds. 

- Initialize variables such as the number of rain tips, rainfall per minute, per hour, and per day. 

2. Rainfall_Calculation() function: 

- When there is an interrupt from the rain sensor, set the flag variable to True to indicate that rain has been 

detected. 

3. get_system_time() function: 

- Get the system time (hour, minute, second) for use in calculations and output. 

4. get_rainfall_data() function: 

- Return rainfall data including the number of tips, rainfall per minute, hour, day, and current weather 

conditions. 

5. The print_serial() function: 

- Formats the clock, weather, tip count, and rainfall data into a formatted string (e.g., mm rainfall) for display. 

 

6. The main function of run_rain_gauge(): 

- Initialize GPIO: 

- Set GPIO mode and setup for interrupt on PIN_INTERRUPT. 

- Register a callback to call the calculate_rain_gauge function whenever an interrupt is detected. 

 

- Main loop (while True): 

- Get the current time. 

- Calculate the elapsed time since the last update. 

 

- If rain is detected (flag == True): 

- Add MILLIMETER_PER_TIP to the total rainfall. 

- Add 1 to the tip count. 

- Set the flag back to False. 

 

- Update the weather conditions based on today's rainfall: 

- If rain is less than 0.5 mm, the weather is "Overcast". 

 

- If it's more than 0.5 mm to 20 mm, the weather is "Light Rain," and so on up to "Extreme Rain." 

 

- If the update interval is reached (>= 10 seconds): 

- Calculate the rainfall per minute, hour, and day. 

- If the hour or minute is zero, reset the rainfall per hour or day. 

- If the time is 00:00, reset the rainfall for the new day. 

- Display the updated rainfall data. 

 

- Sleep for 1 second to prevent high CPU usage. 

 

7. Close the program with KeyboardInterrupt: 

- When the user terminates the program, the GPIO is cleared. 



126 ILKOM Jurnal Ilmiah Vol. 17, No. 2, August 2025, pp.120-130 E-ISSN 2548-7779 
  

 

 

Wiwi, et. al. (Low Power Consumption IoT Weather Monitoring System for Coastal Areas) 

 

The pseudocode that has been created explains the structure and workflow of the rainGauge.py programme in a 

simple and understandable way. First, the program initialises several constants, such as `PIN_INTERRUPT`, which is 

set to GPIO pin 25 to detect the signal from the rain sensor, and ̀ MILLIMETER_PER_TIP`, which indicates the amount 

of rainfall measured each time the sensor detects a ‘tip.’ Variables are also initialised to store rainfall-related data, such 

as `number_tip`, `rainfall`, and `rainfall_per_minute`. Next, there is the calculate_rainfall() function, which is called 

whenever the sensor detects an interrupt signal, signalling that rainfall has been detected. The get_system_time() 

function is responsible for getting the current system time, while the get_rainfall_data() function returns rainfall 

information in the form of a dictionary. The print_serial() function then formats and displays the rainfall data and 

weather conditions for the terminal. 

The main function, run_rain_gauge(), sets the GPIO mode and prepares the pins to detect an interrupt from the rain 

sensor. Inside the main loop, the programme measures the elapsed time and detects whether rain is detected. If yes, the 

rainfall value and the number of tips will be incremented, and the flag will be reset. The programme also updates the 

weather condition based on the total rainfall recorded. When the elapsed time reaches UPDATE_INTERVAL, the 

programme calculates and resets the rainfall values per minute, per hour, and per day, and displays the data if any 

changes occur. To avoid excessive CPU usage, the programme pauses for one second. Finally, the programme handles 

situations where the user manually stops the programme by clearing the GPIO settings, ensuring all pins return to a safe 

state. As such, this pseudocode provides a clear overview of the programme's functionality, allowing developers to 

understand and modify the programme's logic flow as needed. 

This study also analyzes the power consumption and estimated operating time of battery-based sensor systems, 

especially for weather or environmental monitoring devices. The data in this file is arranged in several main sections 

which include sensor technical specifications, power consumption calculations, and battery durability simulations under 

various operating conditions. 

list of the names of the tools or sensors used, such as Xbee Zigbee, Bh1750, Ultrasonic, Anemometer, Rain Gauge, 

and Raspberry Pi 4 Model B. For each device, the operating voltage, operating current (both idle and active) are listed, 

and a description of its usage status. This data is the basis for calculating power consumption on the system as a whole. 

Table 2. Power Consumption in Idle Conditions 

Tool Name Operating Voltage Operational Flow (A) Description 

Raspberry Pi 4 model B 5.1 V 0.54 Idle 

  5.1 V 1.01 Active 

Xbee zigbee 3,3 V 0.04 Idle 

  3,3 V 0.25 Active (transmit) 

Bh1750 5 V 0.12 Active 

Ultrasonic 5 V 0.015 Active 

Anenometer 5 V 0.004 Active 

Rain Gauge 5 V 0.002 Active 

Total Power Consumption 0.58 Idle 

Power consumption data for various electronic devices (Table 2), particularly sensor devices and communication 

modules commonly used in Raspberry Pi-based monitoring systems. The Operating Current column (A) shows the 

amount of electrical current consumed by each appliance in units of ampere. This current value varies depending on the 

operational status of the appliance, for example the Raspberry Pi 4 model B consumes a current of 0.54 A at idle and 

1.01 A when active. The Xbee Zigbee also has two statuses, namely idle (0.04 A) and active transmit (0.25 A).This 

table 2 consists of several main columns, namely Tool Name, Operating Voltage, Operating Current (A), and 

Description. At the bottom of the table is the "Total Power Consumption" row with a current value of 0.58 A at idle. 

This value is the result of the sum of the operating currents of all the devices while idle, which can be used to estimate 

the total power requirements of the system in standby mode. 

Table 3. Power Consumption in Active Conditions 

Tool Name Operating Voltage Operational Flow (A) Description 

Raspberry Pi 4 model B 5.1 V 0.54 Idle 

  5.1 V 1.01 Active 
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Tool Name Operating Voltage Operational Flow (A) Description 

Xbee zigbee 3,3 V 0.04 Idle 

  3,3 V 0.25 Active (transmit) 

Bh1750 5 V 0.12 Active 

Ultrasonic 5 V 0.015 Active 

Anenometer 5 V 0.004 Active 

Rain Gauge 5 V 0.002 Active 

Total Power Consumption 1.401 Active 

The description column provides information about the operational status of each appliance, whether it is idle or 

active. Most of the devices in this table are in an active state, which is marked by a yellow background color in the 

description column. In the operational voltage column, each tool has a different value according to the needs of the 

device, such as the Raspberry Pi which uses 5.1 V, the Xbee Zigbee with 3.3 V, and other sensors generally use 5 V. 

The operating current column shows the amount of electrical current consumed by each tool during operation, which 

varies from 0.002 A on the Rain Gauge to 1.01 A on the Raspberry Pi 4 model B in active condition. This status is 

important to know the maximum power consumption of the system, as current consumption is usually higher when the 

appliance is actively working than when it is idle.This table 3. also shows the total current consumption of all devices 

when they are in active condition, which is 1,401 A. This value is the result of summing the operating current of all 

devices that are currently active, and is very important for the calculation of power requirements and the estimation of 

battery life in the monitoring system. 

 

Figure 5. Comparison Simulation and Calculation 

The bar chart shows a comparison between the calculation time and the simulation time in two system operating 

conditions, namely idle and active. The horizontal axis describes the operating conditions, while the vertical axis shows 

the duration of time in hours units. In idle conditions, the calculation time (marked by the orange bars) was longer, 

which was about 12.82 hours, compared to the simulation time (blue bars) which was only about 7.33 hours. This 

suggests that the theoretical calculations estimate that the system can last longer in standby mode compared to more 

realistic simulation or test-based simulation results. On the other hand, in the active condition, the calculation time was 

actually shorter, around 5.51 hours, compared to the simulation time which reached 7.25 hours. This means that in 

active mode, the simulation shows the system could last slightly longer than the calculation estimates. 

This diagram shows the difference between the estimated operating time based on mathematical calculations and 

the simulation results that may consider other factors such as battery efficiency, fluctuations in power consumption, or 

actual conditions of use. These differences are important to understand so that power and battery capacity planning can 

be done more accurately and realistically. 

Conclusion  

This research is the creation of a weather monitoring system using Raspberry Pi technology and IoT-based sensors 

by integrating various components to collect and analyze weather data in real-time. The results of this research also 

show that the developed system can provide useful weather information for the community, especially fishermen, by 

accessing weather data directly through a web-based platform.  Research can also consider the application of 

renewable energy technologies, such as solar panels, to support the operation of the system, especially in remote areas 

that may not have access to electricity. Furthermore, the development of interactive mobile applications can enable 

users, such as fishermen, to obtain weather data directly on their mobile devices. This Research can be conducted to 
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apply this system in different geographical locations and environments, including mountainous and urban areas, to 

understand the variations and challenges that may arise. In terms of power consumption, the study also highlights the 

importance of energy efficiency in battery-based monitoring systems, especially for sensor nodes that are placed in 

remote locations and are not connected to a permanent power source. The test results show a difference between the 

estimated operating time based on theoretical calculations and the results of real simulations/tests. In idle mode, 

calculations show that the system can last up to about 12.8 hours, but the actual simulation results in the field are only 

about 7.3 hours. In contrast, in active mode, the estimated operating time is around 5.5 hours, while the simulation 

results show that the system can last up to 7.2 hours. This difference signifies that factors such as battery efficiency, 

fluctuations in power consumption, and real environmental conditions greatly affect the durability of the system. 
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